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Abstract

In this paper, we propose a security control mechanism for distributed database systems. The major contribution of this research is to develop some relationship rules for mapping the security levels among local DBSs in the MDBS. The main advantage is that the participating DBMSs remain autonomous.
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1 Introduction

In recent years, distributed database systems have been a very active research area for storing high importance and frequency of transaction data in business and society. Today numerous types of database systems (DBS) are employed in the commercial, industrial, and military sectors. These DBSs are required for the management of different types of large, sensitive data objects.

A heterogeneous distributed database system (HDDS) is a system that handles several different DBSs. A HDDS has the following important features: (1) it supports interoperability among its local DBSs, and (2) each local DBS is autonomously managed by a local database management system (DBMS).

A HDDS can be classified into federated database (FDBS) and non-FDBS systems. The former could be further characterized into loosely and tightly coupled [11, 17]. In general, a HDDS must be capable of integrating local DBSs with different data models (e.g., relational, hierarchy, network, object-oriented data models), different database systems (e.g., Ingres, Sybase, DB2, Orion),
and different security policies (e.g., discretionary access control or mandatory access control).

Security is an important issue for almost all kinds of information systems, including distributed, heterogeneous, autonomous multi-database systems, which makes it more difficult to enforce a global security mechanisms [3, 4, 8, 15]. Most commercial DBMSs provide security with discretionary access control. Recently, much research has been published concerning mandatory (or multilevel) access control for various data models, such as the relational model [7, 13, 18], object-oriented model [9, 10, 19], and multi-database model [12]. Although each local DBS may use a different data model or access control method, there are always two terms in the system: subjects and objects. An object is a data file, table of relations, record, or an instance of an object class. A subject could be a user, process, group, role, domain, or a program. Subjects and objects are classified into a number of distinct security classes within multi-level security systems, such as mandatory access control. In the Bell-LaPadula model [1], a subject is allowed a read access to an object only if its security class is greater than or equal to the corresponding security class of the object. A subject is allowed write access to an object only if its security class is less than or equal to that of the object. However, other models may adopt different security policies. It is difficult to integrate differing local security policies in HDDS.

In this paper, we propose a set of mapping rules to facilitate security within autonomous local DBS in a MDBS. We assume that each LDBS has its own data model, DBMS, and security mechanism corresponding to its access control security policy. The security policy of the HDDS depends on that of each local DBS.

This paper is organized as follows. In the next section, we review related works concerning security control mechanisms in MDBM. In Section 3,
we present an architecture of the security control system for MDBS. Three modules in the architecture are described in subsections 3.1, 3.2, and 3.3, respectively. Finally, Section 4 presents our conclusions.

2 Related Works

Some of the difficulties in providing security for HDDSs arise from the fact that the local systems are largely independent from one another and autonomously administered. Within the HDDS, they are heterogeneous and are distributed across wide-area networks [14]. Many schemes for achieving partial security in HDDS have been proposed.

Wang and Spooner identified problems that arise when content-dependent access control is enforced in a HDDS [20]. They also proposed a solution that allows content-dependent access control policies to be enforced in each local DBS. Instead of using view replacement, which replaces a view name by its definition in a user query, they preprocess the view to materialize its data and treat the materialized view as a base object for processing the rest of the user query.

Goyal and Singh proposed an access control mechanism which supports content-dependent and functional access control policies [5]. They also implemented these policies by defining views and by controlling user access to these views.

Lu et al. proposed a multilevel security control scheme for MDBSs [12]. They built a front-end security management system in each LDBS and used a query modification approach to enforce multilevel security control. They also developed access rules for relational data models. In Lu et al.'s scheme, however, different data models use different access rules.

Thuraisingham and Rubinoivitz identified the impact of multilevel security
on the function of a HDDS [16]. They presented a multilevel security architecture for HDDS and discussed issues on query processing and transaction management.

3 The System Architecture

In this section, we present a multi-database security management system (MSMS), shown in Figure 1. This system consists of three major modules: the subject relationship definition module, the grant/revoke privileges module, and the security enforcement module, shown in Figure 2. The subject relationship definition module provides the global database administrator (DBA) with facilities that can define the security level for global users among the LDBSs. It also checks the completeness and consistency of the definitions. The grant/revoke privileges module ensures that those privileges propagated by the system can be revoked by the system security manager. The security enforcement module uses a security level mapping approach to enforce the security policy of each LDBS.
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Figure 1: The architecture of the security control system for MDBS

We describe those modules in the following three subsections.
Figure 2: The architecture of the multidatabase security management system

3.1 Subject Relationship Definition

The subject (say, a user) may be a local user or a global user in our system. If a user is in the $i$th DBS ($DBS_i$), the user is called a local user in the $DBS_i$ and is called a global user in the $j$th DBS ($DBS_j, j \neq i$). Every local user is assigned a security level when the account is registered in a local DBS. A user need not register in a local DBS. Its account can also be registered in the MDBS as a global user to every local DBS.

The security levels among the local DBSs are interrelated. This means that a subject who has the security level "Top-secret" in $DBS_i$ may be denied access to data objects at the "Secret" level in $DBS_j$, because the "Secret" level in $DBS_j$ may be higher than the "Top-secret" level in $DBS_i$ in the global view of the MDBS. These relationships in the MDBS may form a hierarchy or a partial structure by means of the relationship rules. A relationship rule specifies which security level should be placed on a global user when the user attempts to access data objects in a LDBS.

Next, we present several properties of the relationships between DBSs. Let $sl$ be a security level and $sl_i$ be a subject in the $i$th DBS ($DBS_i$).
Property 1: (The lowest level) Any security level of subjects in local $DBS_i$, which enforces the security policy by discretionary access control, is assigned to the lowest security level. That is, $sl_i \leq sl_j$ for all $DBS_j$, $j \neq i$.

Property 2: (Equality) Two or more subjects in different DBSs with the same security level form a cycle structure. That is, $sl_i \leq sl_j$ and $sl_j \leq sl_i$.

Property 3: (Total hierarchy) Assume that the subject $SU_i$ has the lowest security level in $DBS_i$ and another subject $SU_j$ has the highest security level in $DBS_j$. If $sl_i > sl_j$, their relationship forms a total hierarchical structure.

Property 4: (Tree hierarchy) Two subjects $SU_i$, $SU_j$ have the highest level in $DBS_i$ and $DBS_j$, respectively. If $sl_i = sl_j$, their relationship forms a tree hierarchy.

Property 5: (Poset hierarchy) Any two subjects $SU_i$, $SU_j$ can have any security level in $DBS_i$ and $DBS_j$, respectively. If $sl_i > sl_j$, $sl_i = sl_j$, or $sl_i < sl_j$, the relationship forms a partially ordered (poset) hierarchy.

Property 6: (Isolated structure) If two subjects $SU_i$ in the $DBS_i$ and $SU_j$ in $DBS_j$ do not satisfy property 5, their relationship forms an isolated structure.

Although subjects and objects are classified into a number of security levels only within multi-level security systems, like mandatory access control (MAC) but not within discretionary (DAC) or role-based security systems. However, each security level is defined by two components: a classification and a set of categories in the MAC system. The classification of subjects and objects is an element of a set composed of security class hierarchies, such as top secret, secret, confidential, and unclassified. The set of categories is a subset of a
non-hierarchical set of elements, such as the access rights which allow subjects

to read, write, own, delete, etc. objects. These access rights are the same as

that of a DAC. Therefore, the mapping of DAC to MAC systems is based on

the property that subjects of DAC systems are classified at the lowest possible

security level in Property 1.

An example of the different relationship hierarchy structures formed by the

above six properties is shown in Figure 3. Here, \(U_i\) denotes that the security

level of the subject \(SU_i\) in \(DBS_i\) is unclassified; \(S_i\) and \(TS_i\) denote that the

security level of the subject \(SU_i\) in \(DBS_i\) is Secret and Top-secret, respectively.

Assume that there are \(m\) LDBSs in the MDBS. The basic format of the

relationship rules is as follows:

\[
(\text{sl}_i, \text{sl}_{i1}, \text{sl}_{i2}, \cdots, \text{sl}_{im}) :: - DBS_i, DBS_{i1}, DBS_{i2}, \cdots, DBS_m
\]

where \(\text{sl}_i\) is a security level in a local \(DBS_i\) and \(\text{sl}_{ij}\) is the security level in a

local \(DBS_j\) for which a security level from \(\text{sl}_i\) maps to \(\text{sl}_j\).

The relationship assignment is also closely related to the completeness and

consistency of the relationship rules. The completeness ensures that each sub-

ject in the MDBS is assigned to a security level within the relationship hier-

archy. The consistency ensures that no subject is assigned to more than one

security level with different relationship rules in the relationship hierarchy. In

our system, consistency is guaranteed because the relationship rule is used

in only two cases. One is when the system is started up or initiated. The

other is when a new LDBS is added to the MDBS. Since the security level of

each LDBS is unique and identical, consistency is guaranteed. Completeness

is also guaranteed, because a subject with any security level is obeyed among

the properties from Property 1 to Property 5. We give the subject a default

situation the same as that of Property 6 so as to form an isolated structure.
<table>
<thead>
<tr>
<th>Properties</th>
<th>$DBS_i$</th>
<th>$DBS_j$</th>
<th>Relationship</th>
</tr>
</thead>
<tbody>
<tr>
<td>Property 1</td>
<td>$U_i$</td>
<td>$S_j$</td>
<td>$U_j$</td>
</tr>
<tr>
<td>Property 2</td>
<td>$U_i$</td>
<td>$U_j$</td>
<td>$U_i$</td>
</tr>
<tr>
<td>Property 3</td>
<td>$S_i$</td>
<td>$S_j$</td>
<td>$S_i, S_j$</td>
</tr>
<tr>
<td>Property 4</td>
<td>$S_i$</td>
<td>$U_i$</td>
<td>$S_j$</td>
</tr>
<tr>
<td>Property 5</td>
<td>$TS_i$</td>
<td>$TS_j$</td>
<td>$TS_i, TS_j$</td>
</tr>
<tr>
<td>Property 6</td>
<td>$U_i$</td>
<td>$S_j$</td>
<td>$U_i, U_j$</td>
</tr>
</tbody>
</table>

Figure 3: An example of the subject relationship hierarchy
3.2 Grant/Revoke Privileges Rules

A subject is given privileges to select, create, update, and drop data objects using a GRANT statement. A subject may also be given the privilege to propagate his privileges to other subjects. The privileges granted a subject can be revoked by the security manager in the LDBS using a REVOKE statement [6].

A so-called information flow control problem [2] is raised when a subject is given the privilege to propagate his privileges to other subjects in DBSs. We explain the problem as follows. We assume that $A_1$, $A_2$, and $A_3$ grant certain privileges on the ORDERS table to $B$, who in turn grants them to $C$, as shown in Figure 4.

Now, we suppose that $A_2$ issues the REVOKE command to revoke all rights on ORDERS from $B$. Are $B$’s grants of ORDERS also revoked? It is difficult for the system to make this decision because the system does not know who grants the READ and INSERT privileges via $B$ to $C$. As a solution for this problem, Griffiths and Wade use a time-stamp concept [6]. When a subject issues a GRANT command, the system records the time-stamp indicating the relative time of any grant. Since the time-stamp is monotonically increases and no two GRANT commands are tagged with the same time-stamp, the system can revoke the privilege by comparing the time-stamps when the REVOKE command is issued.
Although Griffiths and Wades [6] use of the time-stamp concept can solve the information flow control problem, their scheme cannot be used in heterogeneous distributed database systems. Because the time-stamp for each LDBS is unique and every LDBS has its own time-stamp facilities, which are independent of those of other LDBSs, the time-stamps between the individual LDBS units may be inconsistent [14]. It is difficult for the individual LDBS to synchronize clocks. Therefore, an identical and unique time-stamp facility (hereafter referred to as a global time-stamp) is required in the MDBS. The global time-stamp is tagged by grant/revoke privileges rules. A grant/revoke rule specifies which privilege on the object is granted the other subject and has the following basic format:

\[(SU_i, privileges, object, SU_j, timestamp)\]  \hspace{1cm} (1)

where \(SU_i\) is a grantor and \(SU_j\) a grantee. The meaning of (1) is that \(SU_i\) grants the privilege on the data object to \(SU_j\) at the time stamp.

When a subject \(SU_i\) in a local \(DBS_i\) wants to revoke the privileges he has granted to other subjects, the subject uses a REVOKE statement through the MSMS. The MSMS retrieves the grant/revoke privileges rules using the index of the grantor, privilege, and object, as in the following format:

\[(SU_i, privileges, object, SU_j, ts_1).\]  \hspace{1cm} (2)

In security enforcement, the time-stamp \(ts_2\), is used when a user invokes the REVOKE statement, and is compared with the \(ts_1\) of (2). If \(ts_1 \leq ts_2\), then the rule is deleted.

### 3.3 Security Enforcement

When a subject in local DBS attempts to manipulate data objects in MDBMS, the module derives which security level should be placed on the global user by
the relationship rules and grant/revoke privileges rules. There are two cases which decide access rights. If the security level of the subject is higher than or equal to that of the objects in MDBMS, the module allows this access. Otherwise, the module rejects this access.

When a subject $SU_i$ in a local $DBS$ wants to access data objects in the same $DBS$, the local $DBS$ allows the subject to access the data objects according to the local $DBS$’s security policy. When the policy is used in the Bell-LaPadula model [1], the subject is allowed a read access to the object if its security class is greater than or equal to the corresponding security class of the object. The subject is allowed a write access to the object if its security class is less than or equal to that of the data object.

When a subject, $SU_i$ in $DBS_i$, wants to access data objects in $DBS_j$, the multi-database security management system (MSMS) allows the subject to give queries that map his security level in $DBS_i$ to that in $DBS_j$. The mapping process or discovery of the relationship from the semantics of the integrated database systems simply and efficiently retrieves the relationship rules using the index of the security level using the following format:

$$(sl_i, sl_{i1}, sl_{i2}, \ldots, sl_{im}) := DBS_i, DBS_1, DBS_2, \ldots, DBS_m.$$  \hspace{1cm} (3)

The MSMS only maps the security level $sl_i$ to an $sl_{ij}$ that is a security level $sl_i$ in the local $DBS_i$ which corresponds to that in the local $DBS_j$.

\section{Conclusions}

The proposed security control scheme for MDBSs has the following advantages.

1. It does not require that the data type and security policy in the existing LDBSs be modified. Thus, our scheme allows the LDBSs to remain autonomous.
2. Under the security control, each subject efficiently accesses data objects in other LDBSs with a proper security level. Thus interoperability among the LDBSs is supported.

3. Regardless of their data type and security policy, new LDBSs can easily be added to the system without affecting our scheme.
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